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This post was authored by Fareed.

This blog post is intended to give a better overall picture of a malicious document attack that
believes to be targeted at Malaysians. This blog post might useful for security engineers,
researchers, and security analysts to catch up with current cybersecurity issues specifically
malware threats and APT hunting. By the end of this blog post, readers will understand the
inner working of this recent malware attack that happened to the compromised user via a
malicious RTF document. Furthermore, security analysts can collect the given IOCs
extracted from the malware to check whether your environment has been compromised or
not.

Introduction

On 30 March 2022, the Netbytesec team come across a tweet from Shadow Chaser Group
(@ShadowChasing1) which is well known as one of the groups focused on APT hunt and
analysis. The researcher from the Shadow Chaser Group claimed that they found an
interesting RTF sample which Netbytesec team believes the samples are linked to Malaysia
as the name and content of the RTF samples containing Cyber Security Malaysia's acronym
name, CyberGuru logo, and Malaysia Ministry of Communications and Multimedia's emblem.
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Figure 1: Shadow Chaser Group's tweet about the RTF sample

 

Netbytesec team collected all the IOCs from Twitter's thread of the tweet and retrieve the
samples from VirusTotal for our further analysis.

Indicator of Compromises

MD5 Hashes

1. Training Schedule Year 2022.doc - bc3102871cff7431440dbee8d7f1ae55
2. CSM-ACE_Delegates_Kit.doc - 99f02db0641f2bb5680fdd08e59dd2e0 
3. CSM 2022.doc - aac4b8e7e637c5b73e0801bc113ec0aa 
4. CSM-ACE Delegates Kit.doc - 44f989a9dd3958611189eaca5b32444d
5. Salwa.dotm - d50e5febbbb53fb439df73b976db790c
6. Training - 3890c7037e01edf40ce6700491a49dd3

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEif1coU9FzTxtP2x33NNQDVTcacHY66SVNmP9Ex5xU0Go0A9Jjbo6keDsoC7Ml9qcZd6z3s2UVZP6EXQwPiLcMBLcSVb1CJuBemlOD5kil_5jVSZa8awBT48QeH3qqeuMdv3B7HZT1laeJ2ufBR4jf0wZSaxQ_w59xP28q7JzB8TnKY7SbBpLcKeIxwdw/s594/image.png
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7. GoogleServices.dll - 4ce106b72de51c55781d6d55e758a636
8. GoogleDesktop.exe - 9f5f2f0fb0a7f5aa9f16b9a7b6dad89f

RTF template injection URLs

1. hxxps://mckeaguee[.]com/salwa[.]dotm
2. hxxps://mckeaguee[.]com/suhaimi[.]dotm
3. hxxps://mckeaguee[.]com/rushidan[.]dotm
4. hxxps://mckeaguee[.]com/hamizan[.]dotm

Domain name and IP addresses

1. mckeaguee[.]com - 206.166.251.228 (RTF communication)
2. mclartyc[.]com - 139.177.184.80 (DLL communication)

RTF document contents

Figure 2: bc3102871cff7431440dbee8d7f1ae55
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Figure 3: aac4b8e7e637c5b73e0801bc113ec0aa

 

Figure 4: 99f02db0641f2bb5680fdd08e59dd2e0 and
44f989a9dd3958611189eaca5b32444d

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEiWywzPxehFQEfZc0_4kyK8GU9Qgc4Hkskio_kzB8YxjsCGzUMmExYIlSdqVVc349DIVXIFGmQ2CWuavcp8Sd2Br7EEjh_b4OIjrAZq68pDR41rbAsbn64OCy8FgQSyHDsVs0ef_7ABhfj-u_5g1ga8uYGSvTIpkhJzpa1e4PXBQpR-Tt5Mk9uoQYiqOQ/s780/b.png
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Executive Summary

Netbytesec team started the investigation by analyzing the RTF specimens. All collected
RTF samples used remote template injection techniques to abuse the template function of
RTF to load malicious template documents containing malicious VBA code from a remote
server. The malicious macro in the template then will load another Word document from the
server that contains two PE files object which will be used by the macro to drop malicious
EXE and DLL which does the C2 connection capability to the attacker server resulting in the
compromise of a victim machine. The infected machine will consistently load the executable
during startup as the malware will create a persistent mechanism via registry once the
executable is executed for the first time. This behavior will ensure the connection to the C2
server whenever the victim starts their machine from a shutdown state.
 

Figure: Flow of Malware

 

Technical Analysis

In this technical analysis, the Netbytesec team was able to retrieve those samples that were
being uploaded to VirusTotal and Any.Run. Netbytesec team then conduct RTF analysis,
malicious macro analysis and reverse engineering on the samples.

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEj2McS11JaOeS6iEzN1xnvkK5UEp4QGBtNmoxPfMyZFXEYrMYoE4VjTyfkgjmhJr2_fO93uxDfDFjWtx-zjOB6GcPRwOJu0bQbXxV6AGhKcXVyncAvmV5IoQRAK-XytELfi7oBl8RXi2VC8jHGvcQ2Bq_zlrFEhm2VaxuOtoBIj_XvkQ2uA0HyT4K8o3Q/s801/RTF%20flow.jpg
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RTF analysis

The Netbytesec team started the analysis by opening the RTF to observe the behavior of the
RTF sample. Upon opening one of the RTF samples, Microsoft Word will try to fetch a
template as the Word's ribbon shows that the software tries to open a remote template from
a URL "https://mckeaguee[.]com". The figure below shows the document trying to retrieve a
remote template from the internet.
 

Figure 5: Word try to load template injection

 
Observing this behavior, the Netbytesec team assumes that the malware author uses RTF
template injection as we have researched this technique last year which can be referred
here for an explanation of this new emerging technique. 
 
Below the figure, our analyst grep keyword "template" from all the RTF samples to display
the template injection URLs.
 

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEi2SnDgBpPkTA5Iilh111bVf4JdzhI5dSSVTCy5FJ_D0_yvQI7dtiyk8WDT5hy5uYfa5xjSLU7YhXKpQbBDOkkRqWFYA4Q8qxRK8XqD-Lzd13IjI2wwBDhjuX7JMTi4oxP1wVpuSgQCl097gI30hEAjvjjubMRSGZVSfEW7mM9oAQ-Dh2bs1ur_DJVXtw/s1918/d.png
https://notes.netbytesec.com/2021/06/rtf-template-injection.html


7/26

Figure 6: Using grep command to find template injection location

 
Hence, we confirmed that this RTF implements the RTF template injection technique on the
samples.

Malicious macro and malicious Inline shape

After the RTF load the remote template, the document will automatically execute the
malicious macro code embedded inside which led to the execution of an executable named
"GoogleDesktop.exe". In the figure below, we put comments to explain what the line of codes
does.
 

Figure 7: Malicious macro code

 

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEg7cuPrbst6KJFUZnIvo0NYz4ZUtuZq2q7xy2A92CB5HC4pN8wQ2Kq4R7HdwD9m6PRsdqyEaxuvVxAyuISbJ1dPBc70wRcDIgJ1VfyWQ5qUMM5mOgG0hyP1nVMCQT8lG-m19Momu5xU6ks7twTvldB8C0Qt9apdy2Wl_uhbkgaAcYrb6HJON6Km24ggrA/s1443/e.png
https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEhFfk_8rL76XR6Ip7oXD6N7u_m-OUkcL8c_woIM0PCBrBfV3lrZp42l-ESfFbPD_Mr5khndMv48E5mbV6D0aCRxrQvK__PGh4VbLPz8oQHWYXbxpoUSLhzqT8LpcrQOo97ahgRYqbSvbMy-dWbhLni2U3PxGxjLvHUDwYi00cxbCQRYWHZdnAA-kXwyOg/s1397/zi.png
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First, the code will determine the temp file path into variable ckal that will be used to save an
EXE file and a DLL file. In line 13, we can see that the macro will retrieve a document from
URL https://mckeaguee.com/training and replace the document with the currently opened
document. 
 
After doing that, at line 21, the embedded macro gets the EXE file (inline shape) contained in
the newly replaced document and checks whether the AlternativeText contains strings ".ex"
to identify the existence of the file. It then copies the file into the temp folder with the filename
that the malware author put in AltBox of the inline shape. The same goes for line 28 for the
DLL copy activity.
 
At the last line of the malicious code, the macro will execute the EXE file which led to the
DLL loading of the GoogleServices.DLL which does the malicious behavior.
 
In the figure below, we can see that the malware author put the Inline shape object above the
emblem.
 

Figure 8: Inline Shape object

 

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEgeay-WQf6H1xG8IYfMUTA42z-u4kRcX4mCyCM581xUAC0ydgxE6R-uh-xWKAMqHORf8HbPAiaLre05b11j7blyOLfeNEjFDB6dQFJZh3eJs_O1dbD_HqJv55Mp6P7pY_-eAzyweKUnOJJx3AIA43LsofP7AN_3nKHFhBxbstL0C_9Lg3KJ7aIJPsX-Gw/s921/zj.png
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Inside the GoogleDesktop.exe

Inspecting the import functions of the executable reveals that the application will call
GoogleServices_1 function from GoogleServices.dll.
 

Figure 9: Imports functions

 

If we look down at the address 0x4010D9, the malware invokes the malicious function
GoogleServices_1 to start the infection.

 

Figure 10: GoogleDesktop.exe invokes the malicious function

 
In the next few sections, we will focus on DLL functionality where most of the malicious
behavior is done by the DLL.

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEj3P7_IfG7zDF9QPn8bI8bjcpUrpOVfedSVRq6TbRowIqfSj2ZWZDMmYT_NcMYaKlE-YMGLv0WLngNvdmJ_sUW2esqrpsTNxxN3x2UGTdVMN9K9pk_5YGTf1NbM4k_c17VFkpKtWN18z1VwqG0tA_XYIj3FP3zYn2JlO6HZ6LUNuPNU5JiJXTditv3WCQ/s897/zl.png
https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEh6f0GaZ9HclYMgQp1xirzEFqhYrVhyFJ_S1BD-BOJBVIjSE6XZFcPxI0qj3XWiVHhFjfnR1WZQiF7P6rmeid0hPvFM1A8KVsTeUWTWem7QumQXy1FZ3oWhAMeSXywOIGHbK_F-HA8OdjJCpDmD52bOMVN1UXcAId4bWJM6ugFs9SircSR7oyTYXaa1mQ/s739/zk.png
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Malicious DLL export functions

Netbytesec team first determines the DLL's export to dig down the interesting and malicious
functions that reside in the PE file.
 

Figure 11: The DLL containing an export

 
In the GoogleServices_1 export, it contains two sub-function which are malicious_function
which was renamed by our analyst, and the ExitProcess function. Note that our analyst has
rebased the program in the IDA Pro to follow their x32dbg offset. The address might differ
from yours.
 

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEjho5sVexrE3IhsHXt_eVo2BbRkdmLqRJ5F9ZgLZZpQxmP48jiSFnDQEC4htTe622l5AfsjTPXt95Ffch9z6wh7f40VUT_SI3rFUHLq3CkjgcGiSVW1AvSdDxAS6Y7FqsoCWS2Tj6e-aVk5Qz9VayxLJLuJ83GenwibZULI96UKgVOGp0TbZorX0e9W1g/s623/f.png
https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEjjVABWkNeoYS_C_VYlwYfnPovrmt9OMpaYsJT3n33e1hVa2wL3nzDOFSTQJJ3wE0-7M2D8Zv5eDVf1WDGy-Ib8WdplYU_FJCmzkINdoKSFOeCEIVbK7U-prC4R1agkkhiJy0oRfcgzwrcRKHlCx6Jo__CQoHNeDF642qHm2ApkFOUgBvTM0xqzzyOZog/s578/g.png


11/26

Figure 12: GoogleServices_1 function

 
In the "malicious_function" function (0x74881CB0), the function basically will create a
registry key, decode the WinAPI function name in runtime and then connect to their
command and control server.

Resolve Windows API function names

The malware author uses a function routine that our analyst renamed
"wrap_function_resolve_runtime" to resolve a lot of Windows API functions name during
runtime. For example, the figure below shows the function "wrap_function_resolve_runtime"
(0x736F1BD4) was used to resolve the "LoadLibraryA" name before the malware called
LoadLibraryA (0x736F1BF0) function to load wininet.dll during the runtime.
 

Figure 13: Resolving WinAPI function names

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEhX2zC-DdI0tPVdV9WnVC9Z2ng6Tg0bT389KwoMInIZxmrzlZqK8qRRH6vAp8Mtc5rL9p65Hsl5mU2XsLGJ4IHrob5_aMqdmK_V5HlWDap23iJGfCfD1l9LOR3edoKyiSzLw_LHaE5RQGG3fltkEFYHnNV0fOxPUbLyE2HnvqUAlBtiOMJmQ18DaG2DWA/s729/i.png
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If we track down the reference call of this "wrap_function_resolve_runtime" function, the
malware makes a lot of calls for this function to resolve several Windows API function name.

  

Figure 14: Cross references of function "wrap_function_resolve_runtime"

 
Digging down to see the inner code of the function will give us hints that the malware author
uses PEB structure to get all the loaded module lists, their base address, and exported
function addresses.
 

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEib8U68XhdCm1sG-0q10MXAReyJMIrFE9X6fTFSoG5KK8pCtR4CUu0_XXN0igZYPSOmCRuajwbSJ1oq_npDQQ0Cx12wYPZU8wMSat9NZ4fK49pPMIYMwcDdxKfoQWnYLGMOgYTxA6SX2InsHmmGInRAabSGdXdDXEkoQRi9ea_-7N0hUk6duuYH09lm1g/s1236/j.png
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Figure 15: Decompiled version of "wrap_function_resolve_runtime" function

 
In this method, malware can simply get all the loaded module lists, their base address, and
exported function addresses by using PEB information. The malware will be able to parse
PEB information to read the image base of required modules, calculate the export addresses
and make the call to the address instead of calling GetProcAddress and LoadLibrary to get
the address of a Windows API. As a result, malware can remain stealthier at some level
because suspicious functions like GetProcAddress are not being called.

Create registry as persistent mechanism

https://blogger.googleusercontent.com/img/a/AVvXsEiBXbyaQWKw3dKf8dqTBlZpHkMGsGntkphB-baV18fZ_GcpgEM63mB3Su_NXRbmkqnaCM01VnEmOQg4rGwZELPAGdBXCQpRLs8bjX2Yx2AU-4d3YVtnT3gYbisTpbFkzxecdSqn1Q3Mi6G5Of-ouS3IGN5-fA_FLeUS2ofKZfa5LYUhVgnp1e2crHNHtw
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In the "malicious_function" (0x74881CB0) function, the malware first will call a sub-function
that will do a creation of registry key for the persistent mechanism as you can see at address
0x74881BFB in the figure below.
 

Figure 16: Function create_registry being call

 
Drilling down the function, the malware first will open the corresponding Registry key which is
"Software\Microsoft\Windows\CurrentVersion\Run" using RegOpenKeyExA by calling the
EAX value at address 0x748813A1 shown in figure below.
 

Figure 17: Registry key being open using RegOpenKeyExA

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEgGYv12iRU8MSYq6ohb9195LlZtjO8i92k3Y_WCGC97OhHWF7vAmHIJLGgN2P_gsdI_JjgAHzov_7LJJGdFmdcH4texz9it5cKwGL674mTB1mVBGM1fXbeuRmK2oCCCoz8KLd5w6WqwSNPeyE0Qs68FaCXLOU8e7OJ79SbjoUtFDs5sLemmgN2VTbIqRw/s480/k.png
https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEhjytGlAabhyGSPuOtEXuHmJNbqdnnki4wFMHGmwpOD-5zSXff-owJHjR5-zhV3KkgAiDdtdx26MGK1iS730Qc2NNJGuj95RMIAGgxAV-YYLzcgNkfMwG46yckrCEHxw78G2HXw2nRcLdcGq9nf2b1X1f4HKk5WJPWjxLyoPSE3hte_HU573e5tnoHtZg/s667/l.png
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Then the malware will get the current module file name which is GoogleDesktop.exe to be
use to set the value in the next function call.
 

Figure 18: GetModuleFileName being use to retrieve GoogleDesktop.exe path

After, retrieve the GoogleDesktop.exe path, the malware will generate a string "Google
Notification" that intend to be used as the Registry name in the mentioned Registry.
 

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEjYPxydMpQxOg4vp5Mk96wuSbF-hKT8bf1-GkmgD1KfowoBvkxzoPkHgMwncXIF_bhkWRRNqoeqO8aZoxfvvP0C1aRBHLQAhhTgZ_tegDo8mDV_gO-fkIyJrdtBpJbl4JfTk6MUuS8Jwzco1cRDY9-MEnmiOHrgvNDFIf9DDEY3tlqFaP1H6fqVbR0p3g/s483/m.png
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Figure 19: The sample generate a string to be use as Registry name

 
Finally, using the RegSetValueExW function, the malware will set the value of
the CurrentVersion\Run registry to perform the persistent mechanism in the victim's machine.
 

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEgsEfyYzhKuF5cp69ljH-aicuLSh1OX3NgaDuul_w3ch1dQNtjMRk7VootwRA25c1J_A59qoYRfrMuddt3c1ftwlGepumPIEQBizI470FE3XFqD-c-RFsq3baJH_E7Vspl6U6wYR4EaJjj1RWELadYr0dojdn1AvNNh0h-2Bp0YfJO1Be1Y2G4t5bQwhA/s881/n.png
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Figure 15: The malware will set the value according to its parameter of
RegSetValueExW

 
If we check the victim's CurrentVersion\Run registry, supposedly we can find the registry
name "Google notification" like in the figure below.
 

Figure 20: Creation of Google Notification registry key

 
 

Decrypt domain name and user-agent strings

 
Before creating and setting up a Command and control connection, the malware first will take
a chunk of encrypted data stored in the executable and decrypt it with XOR key 0x9D to
generate the C2 domain name and user-agent string.
 

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEj_q4SDwD13m-w42lQ3FKgRucVRYhCOcoOhDZFxZ9ftjU-bt2Em90K7Q15Hh-oA9XcxpZER33GXe45ZVF_lHzQRyysZPFgB1AwF3YzPMFWLhyzLOq6UfbtV_0nw0nfViVmofDeTlS3UHXiXPBinEooQ8qhIxS7XwM33HHAxZKv1i78IxQzuK7LnKwlUGw/s569/o.png
https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEg8IkEbfI6PW6qZeGlvjCpAVHNJ7alJGuJ7TbbCZOLtf-aXi8xLgTy2iJQfGiyUw7Y3VrWoSdadhiunyD2rtTG6x8D3p1N7DcU3H6_KIjNSDGJTdEjxYODmOoDfvtcYGbHlfz_HMf3PCb_u6HSmSW2PAcYN3eXpKSRYTs00JLrDeP9QImnT_yI6gu0kZg/s1016/p.png
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Figure 21: Buffer containing encrypted data

 
If we observe the memory dump of the destination of decrypted data, we can see the clear
text of the decrypted domain name and user-agent string that will be used for the C2
connection in the next phase.

 

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEjgU0J5FyDeimDaWumJGv_YOeulJdIq53jUzUuyvhrOpwJsV9bVbnW9wHEgj90VqjAKIwTOuZtE6NLpV19OgV3xS-Hk1UQb69DYV8jhLlwVVdQ9gIlQZufnePtDeZKGGyvYNSGOgNBY9TTYmZ07lhXthtAIQBfLuui5Ps30z0uxUC0J_q0lfeAv3vmSsw/s1052/q.png
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Figure 22: Decrypted data

 

Generate URL path

The malware also will generate random strings to be used as the URL path when making a
connection with the attacker's C2 server. The figure below shows the function that will return
and save the random string that is to be appended to the URL as the URL path.
 

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEj4DH1MR4z--ucXVYHv50-GpTj5JGItLu06-xCUFJ-HimWEbx6kG4Saf5AqryoOC3WlQZj644lEUoA7gvyMykrBO7Pl1XQ7lv60OtwJPzfcJMQDI701j0afq00C_aTjJkTuOr92Id9nEG8soKf4n0ojYw5agXqSOhFSMPUHFspE06TyKCTlR_PRvn2Nqw/s781/s.png
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Figure 23: Function routine use to create random string for URL path

 
The loop will generate arbitrary characters as the random string.

 

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEhKt5GuK_ze7aVqRekq86xvbSmOfGdnTE27fmH1wyTs_OIwDSMbY-SYW-sSqz8qLIXOaeXKAuRdB01JTvoIhD-obuKhvUcSgb2C9Ebb_vYY9mY0U-1WRDfdZ6uulBh2NExXEqiaX9GQvvaoGO69jMt44U3nGgbkzpEc95_WqL2h-W5dRnrf7lRA1Fso8w/s854/t.png
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Command and Control connection

Upon decrypting the domain name and generating random characters for the URL path, the
malware will then invoke a function that will be used to create the C2 connection at the end
of the function "malicious_function". 
 

Figure 24: C2 Connection function being call

 
As we see in the first activity of the "malicious_function" function, the function previously
used LoadLibraryA to load the WinInet library. The lifecycle for the WinInet to be used as a
C2 connection is pretty simple.
 
As shown in the figure below, it will start to initialize the library by calling InternetOpenA with
the decrypted user agent string "Mozilla/5.0" user-agent as lpszAgent parameter.
 

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEgbFK03Sz22c3WDayxD8GZk-qxXOuTpuEeTMHcdlXJiSYaV41DdChBrCHx8VfOuONHK1hxOU4DsmGTR7qun4SFYvg3UFJ0FN5EjKIXP5KNNBBWjNLR6H7tuH7S0XBU-6XLbMnzaga9B7B5-9jP6bxtyDsSCSjuhEl07OMZlD-dMYDrlPOBAR3wCJkW65A/s607/u.png
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Figure 25: InternetOpenA being call

 
Using the decrypted domain name as parameter lpszServerName of InternetConnectA, the
malware initiates the connection by opening an HTTP session for the given site where the
ESI value contains InternetOpenA handle.
 

Figure 26: InternetConnectA

 
After that, the sample builds an HTTP request handle with the HttpOpenRequestA function
along with HttpSendRequestA to send the HTTP Request shown in figure 27 and figure 28.
 

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEgJinr9pwkV8_UtWM_3_pZpz7wqp8JfjpoyuCLTc15fITd3Ev1GtpY9lNTrigN9GOfDFIhX0ibg4LEIk9f19wU6FB486o3MroJD0gqHWNhy4qNt3BCEPgZ7xmo30T1uoxCHeq6hHA15ji93KLoSxZHeBsfdpl4O7MUmGdjcbXfOn37WhqWH77oBo7GKSw/s1001/w.png
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Figure 27: HttpOpenRequestA 

 

Figure 28: HttpSendRequestA

 
Lastly, the sample will pass the handle to InternetReadFile to read the actual data which
probably means that the specimen is reading the response of the GET request to the URL
domain mclartyc[.]com.
 
In our case here, the domain mclartyc[.]com has been resolved to the loopback address
127.0.0.1 by the attacker. Hence, deep analysis on behavior of the C2 interaction with
compromised machine cannot be done.
 

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEjK9_IX4JZRm-HFqxJhnMv8_SB_3yfByCl-GHCEAbwicngmbGOO60cbmBYWvzJRfVZCnpYoZkMeUfol4E5k1br69s_PCDuFynZwbOrqZYMnLzEatLzHbS2s5w5bclXwGTR7Lp0AKMqdmug-ZwX1JOyxkoBKlonxjGarp7XtyILig228XWmUDKSas9a80w/s459/y.png
https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEiBQdj-aHkuZzpXU8zyj6hjvGmGdkZdnBXXc595T0mZLCVmQQMLGQSBb90JwGYyoBFRt_xtaHzp19QbapjhZX10kBlyD1txUzIS4F7DTFhZ2JPLxesy3PAZtpT-pFmhzJAL_v3swuUupLXHbgthgYBtq9DaQjvOJBZaSmE7dkyCakUcBCHRAHStteEyNQ/s414/ze.png
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Figure 29: Attacker's DNS resolved to 127.0.0.1

 
Based on VirusTotal, the resolved IP address of the domain would be 139.177.184.80.
 

Figure 30: mclartyc[.]com IP Address

 
By the end of the malicious function, the program will call the sleep function before it loops to
the previous generate URL path strings function and create a C2 connection back.
 

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEiCvat4zH3CmR7SkkVipmUUmyrE9ULhEO40nZ34IydqAKI_qk02hkiJ5xCAiWv0ctpbCpmTNaEvNkRkPL74OMGUxEF7G151k4-tiYyd6O9tsfKYCbMKqwOzHtR0owCQWR8DD4nycq1zhIpVmgRy8oCcXYgRqwj6NNl3O--Qce7GNxOiZhE2SgAk2AutdA/s1920/z.png
https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEj3ZZe3zErZVy47tuziOf9V4A1pcIqAn-TruWioEgBUW9cUsrW7z6SpaNmahHijkpm29cCkeh99cUfwrrh1uxh5p5MRyeLQhKiGkX6zQuurT3Y3zKaun1M49qiE2KWddZNl1aqoHtxbzBh7CAp6ZBsfbzAzw1UwfDDQzZzTGT34MIp6v2qkXbj2hAXy2Q/s1439/zf.png
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Figure 31: Call sleep function

 

Malicious DLL summary

The DLL's main activities are as follows:
1. Resolve a lot of function names during runtime
2. Create registry name "Google notification" with the value of GoogleDesktop's path
3. Decrypt C2 domain and user-agent strings
4. Generate random URL path strings
5. Create connection to C2 server (Domain already resolved to 127.0.0.1)
6. Sleep
7. Repeat step 4

Overall behavior scenario

1. Victim open RTF document
2. RTF load remote template from hxxps://mckeaguee[.]com/
3. Microsoft Word .doc (template) file contains malicious macro loaded
4. Macro executed
5. Retrieve another doc file contains malicious inline shape (EXE and DLL)
6. EXE and DLL dropped
7. EXE execute and DLL will be load

Conclusion

Netbytesec team believes the samples are linked to Malaysia as the name and content of the
RTF samples containing Cyber Security Malaysia's acronym name, CyberGuru logo, and
Malaysia Ministry of Communications and Multimedia's emblem. The sample also can be
speculated that the malware was crafted by our own local Malaysian threat actor or might be
from an outsider or it might come from red team operator out there. The attacker takes
advantage of the RTF template ability to leverage RTF remote template injection to load
malicious templates in the runtime. Even though the potentially dropped DLL has a unique
way to resolve a lot of Windows API functions names during the runtime, the malicious

https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEg6e9IJMWkryZMaISSolj_vjaHUMXuSuNK4iC9JJdOSykuCCtLWJjuiKAENstnXeh2z8w6h3huZOYLh-xjvEFvUfe47ShUYj9boiQg50MoYjhDPYp4xMvmC7vQmTxdDm5NGFjIQsJiLeV8A4xWlHQRBTmineSoTWSYFUcSDwhDqBC2oWwLiaNZabI5uRw/s413/zg.png


26/26

software have simple malicious behavior and characteristics towards its victim which creates
a persistent mechanism registry and connects to the C2 server.


